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Dear editor,
Smartphones and tablets with rich graphical user
interfaces (GUI) are becoming increasingly popu-
lar. GUI design plays an important role in offering
a smooth user experience. The complexity of the
apps often depends on the user interface (UI) [1]
with minor data processing or data processing del-
egates to the backend component.

When developing a UI, considerable effort can
be saved by seeking inspiration from examples
than by starting a design from scratch [2]. Con-
siderable work has been proposed to ease GUI de-
velopment. Doppio [3] generated a screenflow di-
agram organized by callback methods and inter-
action flow to assist developers to understand user
interaction implementation. GUI code search engi-
neer [4] was proposed to generate and recommend
UI implementation examples. In some previous
study, knowledge was gained from UI examples
that facilitated in guiding UI development [5, 6].
In these studies, datasets containing a large num-
ber of UI examples were constructed, and the ex-
amples were provided as a design gallery and were
used to mine design patterns.

Fast prototyping development of mobile appli-
cations requires the understanding of user habits
and design trends when designing the layout of
UI elements. To facilitate the developer to read
a large number of UI design cases, we propose a
data-driven approach that attempts to mine the

UI element layout pattern and recommends proper
positions and sizes for layout implementation of
the UI visual component. Our approach collects
the layout information of UI elements from apps
using a black-box testing tool [7]. Based on a
repository [7] containing more than 3585976 UI el-
ements of 146942 UI pages collected from 21233
Android apps, our approach analyzes the layout
distribution of the elements, which contains the
keyword and are of the same component type, to
determine whether a layout pattern exists. If so,
the layout will be extracted and recommended for
implementation. The experiment conducted by us
shows that the recommended layouts can be used
to guide UI development.

Approach overview. A novice developer who is
not sure about the layout of an element can in-
put the keyword and the element’s type to our
tool. As shown in Figure 1, suppose the user
wants to search the skip button’s layout and in-
puts the keyword “skip” and the type “button”,
then our method will generate the sample set from
the dataset [7]. Based on the elements’ layout in-
formation, our method will generate a heatmap
where the color of each pixel represents the lay-
out possibility. Subsequently, the approach mines
the frequent pattern based on edge detection and
heuristic rules. Finally, the skip button’s recom-
mendation layout is showed to the user.

Heatmap generation. Our approach selects UI
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Figure 1 (Color online) Approach overview.

element examples according to the input keywords
with component type as an optional supplement.
Because the types of UI elements are limited, it is
hard to find a layout pattern for a particular type.
Keywords are texts in the UI element, which usu-
ally describe or imply the functional information
of a component. Keywords with the component
types are used to define which UI elements can be
used as examples. It should be noted that text in-
formation of the UI elements is processed by stan-
dard normalization techniques of stemming and re-
moving stop words. If the number of UI element
examples is large enough for mining layout pat-
terns (a threshold of 100 is defined in this article),
the examples will be extracted.

A heatmap is a graphical way of displaying a
table of numbers using colors to represent the nu-
merical values. In this study, a heatmap is used
to indicate the possibility of the component ap-
pearing in each UI pixel. For a pixel 〈x, y〉, we
define its possibility p(x, y) considering the num-
ber of UI components covering this pixel c n(x, y),
and the maximum number of UI components cov-
erage among all the pixels 〈i, j〉 in the UI.

p(x, y) =
c n(x, y)

max(i,j)∈UI c n(i, j)
. (1)

The number of words in the UI elements may
differ and affect the importance of the UI element
for a specific input keyword. For example, a UI
element containing “If you like our app, please
rate it!” and a UI element containing “like” may
have different importance for the button with the
input keyword “like”. In addition, we find that
some apps use templates to generate UIs. An ap-
plication may contain a set of interfaces with the
same UI element in the same position. The times
of keywords’ appearance in component c covering
the pixel 〈x, y〉 as cover(c, x, y, keyword) is com-
puted and the number of UI components for a pixel

c n(x, y) is computed as

c n(x, y) =
∑

c∈E

cover(c, x, y, keyword)
√

|c.word| ·App(c)
, (2)

where |c.word| is the number of words in this com-
ponent and App(c) represents the number of com-
ponent appearances in all UIs of the same app.

Then, the heatmap can be drawn using the fol-
lowing rules: the heatmap starts from a grayscale
image of white with the most commonly used size
of 480 × 800. The color of each pixel depends on
its distribution probability: the higher the proba-
bility is, the darker the pixel’s color will be

color(x, y) = 255 · (1− p(x, y)). (3)

Mining layout patterns. As a UI element may be
in different sizes and placed in different positions,
the most frequent layouts professional developers
prefer to use are needed to be mined.

First, we evaluate whether the heatmap H con-
tains a layout pattern. According to the statis-
tics of our dataset, we find that the possibility of
a layout pattern existing is positively correlated
with the average heat and the hot-area’s size. The
score to indicate the possibility of a layout pattern
s(H) is calculated as



















s(H) =

∑

〈x,y〉∈H p(x, y)

count(H, 0)
·
count(H, t)

fs(E)
,

count(H,n) =
∑

〈x,y〉∈H

p(x, y) > n?1 : 0.
(4)

However, the size of the layout pattern is not
known and more than one pattern for recommen-
dation may exist. The closed areas in the heatmap
are extracted as candidate patterns. Opening op-
erations are used to remove the noise and the edge
detection method [8] is used to obtain the bounds.
The edge detection result is a set of closed areas.

We calculate the score of candidate layout pat-
tern lp based on the average distribution possibil-
ity p(x, y) of all the pixels and the distance be-
tween the size of lp and the most frequent size
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in UI element examples fs(E) using the following
equation:

score(lp) =

∑

〈x,y〉∈lp p(x, y)

size(lp) ·max( fs(E)
size(lp) ,

size(lp)
fs(E) )

. (5)

The top-3 layout patterns are then recom-
mended. For each layout pattern, a description
of its position and size is provided, as shown in
Figure 1.

Experiments. Two research questions are pro-
posed in this study to check the correctness and
effectiveness of the proposed method. RQ1: How
effective the proposed approach is in detecting lay-
out patterns? RQ2: Are the recommended layout
patterns valuable for developers?

Regarding RQ1, 50 pairs of keywords and com-
ponent types were randomly selected and the pro-
posed approach was used to select the UI element
examples to generate heatmaps. These heatmaps
are considered with layout patterns by the pro-
posed approach. Then, 25 participants (8 of them
were Android developers) were asked to answer
whether they can find the layout patterns in the
heatmap and manually draw the bounds of the
patterns in the heatmaps. The 50 heatmaps were
divided into 5 groups, and each heatmap was pre-
sented to 5 participants. A heatmap was consid-
ered to contain a layout pattern if more than 3
participants agreed on it. The edge detection re-
sult was considered to be identical if the offsets
of x and y-axis between the two results were less
than 5 pixels. The detection results were com-
pared with the results drawn by the participants.
The experimental results showed that 41 heatmaps
(82%) were thought to provide considerable loca-
tion recommendations and the proposed method
could detect the bounds of components with an
accuracy of 60.4%. This accuracy is relatively low
because not all the participants can correctly ex-
tract layout patterns.

Regarding RQ2, heatmaps for 50 pairs of key-
words and component types were generated and
the layout patterns were also generated. Then, 25
participants (13 of them were experienced users
and 12 were Android developers) were asked to
evaluate whether the recommending patterns were
valuable. The 50 heatmaps were divided into 5
groups, and each heatmap group was presented to
5 participants. It was found that 84.8% of the rec-
ommended patterns were considered as valuable.

A comparison experiment was conducted to
compare the proposed method’s results with the
random method results. For the 50 pairs of key-
words and component types used in RQ2, 50 cor-
responding samples from the proposed dataset
were randomly selected. For each pair of key-

word and component type, two layout recommen-
dations were generated: one using the proposed
method and the other from the sample. Then, 5
questionnaires were sent to 25 participants. Each
questionnaire contained 10 questions. Participants
were asked to select the recommendations that
were consistent with their knowledge of the com-
ponents’ layouts. The recommendation for a pair
of keyword and component type was judged by 5
participants. The recommendation selected by the
majority of the participants was set as the compo-
nents’ layout recommendation. 43 recommenda-
tions by the proposed method were regarded as
satisfying, which was much more than the corre-
sponding number of random sampling (7 samples
were selected to be satisfying).

Conclusion. We propose an approach to mine
layout patterns and recommend the proper place-
ment and size for UI layout implementation.
Based on 146942 UI pages collected from 21233
Android apps, our approach could extract the UI
element examples to generate a heatmap based on
user input. Heuristic rules and edge detection were
used to find layout patterns. The experiment re-
sults show that our method is effective in recom-
mending valuable layout patterns and the accuracy
of our approach needs to be improved.
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