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Model checking, proposed by Clarke and Emer-
son [1] as well as Queille and Sifakis [2], is an auto-
matic verification approach for hardware and soft-
ware systems. However, as Clarke pointed out [3],
model checking suffers from (1) the state explo-
sion problem, which is typically caused by mod-
els growing exponentially in the number of paral-
lel components or data elements of an argument
system; (2) different notations used to model a
system and required properties; (3) the expressive
power of most often used temporal logics such as
Linear Temporal Logic (LTL) and Computation
Tree Logic (CTL) being weak. To conquer these
problems, computer scientists have made signifi-
cant progress to the original model checking. The
most significant improvements are compositional,
partial order [4], symbolic [5], bounded [6] and ab-
stract model checking [7, 8].

The Unified Model Checking (UMC) approach
proposed in [9] is based on Projection Temporal
Logic (PTL) [10]. An outline of the algorithm
is shown in Figure 1(a). With this approach,
both system models and desired properties are
described by the same formal language, namely,
Modeling, Simulation and Verification Language
(MSVL) [10] which is a subset of PTL. To verify
whether or not a system satisfies a property, the
system is modeled as an MSVL program P and
the property is specified by a formula φ of Propo-
sitional PTL (PPTL) which is the propositional

subset of PTL [10] or an MSVL program. To check
whether P satisfies φ amounts to proving whether
P → φ is valid (|= P → φ), which is equivalent to
proving unsatisfiability of P∧¬φ. Thus, the model
checking problem is equivalent to the satisfiability
problem in PPTL since any finite state program
in MSVL such as a hardware system description is
equivalent to a PPTL formula [11]. However, the
current version of MSVL has been extended with
plenty of complex types such as float. As a re-
sult, an MSVL program may not be a finite state
program. That is the state space of an MSVL
program may be infinite. To abstract an MSVL
program as a finite state program, Counter Exam-
ple Guarded Abstract Refinement (CEGAR) [12]
and Dynamic Symbolic Execution (DSE) methods
are employed. Furthermore, in [13, 14], we have
proved that PPTL is decidable and given decision
procedures. With these procedures, a PPTL for-
mula is satisfiable if and only if there is a valid
path in its Labeled Normal Form Graph (LNFG).
Therefore, the problem of checking whether or not
P satisfies φ is eventually turned to the problem
of checking whether or not the LNFG of P ∧ ¬φ
contains a valid finite or infinite path. If not, the
property is valid otherwise an acceptable path of
the LNFG determines a counter example.

C programming language is popular in the
world. However, C programs are complicated and
error prone. How to verify C programs is a big
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challenge to computer scientists and engineers. Al-
though some verification tools such as CBMC,
BLAST and SLAM, etc. [15–17] for C programs
are available, their effectiveness and efficiency are
limited. This encourages us to develop a technique
and a translator for transforming a C program into
an MSVL program. Thus, verification of a C pro-
gram can be done by means of verifying an MSVL
program.

Furthermore, Verilog and VHDL languages
dominate hardware designs and descriptions. How
to verify Verilog/VHDL programs is also a chal-
lenge since a lot of embedded real time systems are
realized using Verilog/VHDL. To guarantee the
correctness and reliability of these systems, lots of
simulations and tests have to be conducted since
very few verification tools are available. Therefore,
we are motivated to formalize a mechanism and
develop a translator to transform a Verilog/VHDL
program to an MSVL program so that the verifi-
cation of Verilog/VHDL programs can be done by
meas of verifying MSVL programs.

In addition, we have proved that the expres-
siveness of PPTL is full regular [18], hence it sub-
sumes LTL and CTL. As a result, two kinds of
properties can now be specified and proved using
PPTL which cannot be defined by LTL or CTL:
(1) interval sensitive properties; for instance, a
property R holding after 100 time units and be-
fore 200 time units over an interval can be de-
fined by len(100),3R, len(200); (2) periodically re-
peated properties; for example, even order prop-
erty, that is, an atomic proposition Q holding at
each even state ignoring odd ones over an interval
can be defined by (Q∧©2(Q∧ε))∗. Since a PPTL
formula can be transformed to an LNFG which
can further be transformed to a Büchi Automaton
(BA) [19], thus, this facilitates us to formalize and
develop a partial order model checker PMC4PPTL
based on SPIN [4], symbolic and bounded model
checkers SMC4PPTL and BMC4PPTL based on
SMV [5, 6], and 1-safe Petri Nets model checker
PNMC4PPTL based on Reachability Graph (RG).
Our method has some advantages. For instance,
(1) the model and property of a system can be
described in the same logic; (2) the model check-
ing algorithm relies on constructing the LNFG of
a PPTL formula and stops as soon as a valid fi-
nite or infinite path is constructed if we do not
expect to have all counterexamples; (3) the exist-
ing SAT/SMT algorithms [20] can be reused to
check the satisfaction of the state formulas with
the present components of a normal form; (4) the
expressiveness of PPTL is full regular [18] and
more powerful than LTL and CTL.

The arithmetic and boolean expressions of

MSVL can be inductively defined as follows [10,
21]:

e ::= c | x | © x | -©x | e0 op e1,

b ::= true | false | ¬b | b0 ∧ b1 | e0 = e1 | e0 < e1,

where op ::= +| − | × |mod, c is a constant in
the domain and x is a static or dynamic vari-
able. One may refer to the value of a variable at
the previous state or the next state. MSVL pro-
grams can be inductively defined by sixteen ba-
sic statements given in [10, 21]. A synchroniza-

tion construct, await(c) is defined as await(c)
def
=

halt(c) ∧ frame(x1, x2, . . . , xn). The await(c) does
not change any variables, but waits until the con-
dition c becomes true, at which point it termi-
nates. Here, x1, x2, . . . , xn are dynamic variables
appeared in c.

Some common data types are included in
MSVL. They are (unsigned) int, float, (unsigned)
char, string, list, array, pointer, struct and union
[22]. Moreover, typed functions and predicates can
be defined [22]. There are two kinds of function
callings in MSVL programs [23]: one is internal
calling, in which the execution interval of the callee
is inserted into the execution interval of the caller;
the other is external calling, in which the execu-
tion interval of the callee is not inserted into the
execution interval of the caller.

To support modeling, simulation and verifica-
tion of a system using MSVL, we have developed
a tool kit called MSV. The architecture of MSV
is shown in Figure 1(b). MSV integrates four
kinds of tools: (1) a modeling tool, used to con-
struct an LNFG of a program; (2) a simulation
tool, used to execute a program; (3) a group of
model checkers consisting of unified, partial or-
der, symbolic, bounded and abstraction model
checkers (the common feature of these model
checkers is that PPTL is employed to describe
the desired properties); (4) several translators in-
cluding C2MSVL, Veri2MSVL, VHDL2MSVL and
PN2MSVL as shown in Figure 1(b). The MSV
tool kit has successfully been used to verify sev-
eral practical applications.

Basically, PTL is also a kind of interval based
TLs. It extends both original interval temporal
logic (ITL) proposed by Moszkowski and Choppy
logic proposed by Barringer, Kuiper and Pnueli
[24] in the following aspects as summarised by
Bowman and Thompson [25]: Duan’s work ex-
tends Moszkowszki’s interval temporal logic in a
number of respects: (1) past operators are added;
(2) a new projection operator is defined; (3) fram-
ing of variables is investigated; (4) infinite models
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Figure 1 (Color online) (a) MSVL unified model check-
ing; (b) MSV toolkit.

are incorporated and (5) concurrency and com-
munication primitives are considered. However,
as far as we know, their work is focused on theo-
rem proving rather than model checking. MSVL is
a temporal logic programming language which is
closely related to XYZ/E [26] and Tempura [27].
Tang first proposed the idea of temporal logic pro-
gramming and designed XYZ/E system based on
LTL [26]. Tempura is an executable subset of ITL
and designed by Moszkowski [27]. Both XYZ/E
and Tempura are mainly used for the purpose of
programming and theorem proving rather than
model checking. Compared with Tempura, MSVL
creates several useful techniques including fram-
ing, data types such as pointer, struct and union,
as well as external function calling mechanism in
order to make MSVL effective in practice.
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